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ABSTRACT
Software industry has to face up to continuous and fast changes of technology as well as varying customer’s requirements. In order to adapt software for these new platforms and technologies at a minimum cost some proposals like MDA have been brought up, but also, simultaneously, others like aspect-oriented programming are addressing the changeability of customer’s requirements. We propose the use of the MDA philosophy to raise the level of abstraction of current aspect-oriented design modelling languages, because most of them are platform dependent. Thus, we suggest the use of concern-specific modelling languages to specify concerns in a platform independent way. And, we also propose to tailor UML to the specific requirements of each aspect, so that, UML extension mechanisms (MOF metamodels and UML-profiles) are needed to define semantics of new aspect-specific constructs. Finally, a rational is given to determine which extension mechanism is the best for specifying each concern-specific language.

Categories and Subject Descriptors
D.2.2 [Software Engineering]: Design Tools and Techniques

General Terms
Design, Languages
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1. INTRODUCTION

Software industry has one special feature that makes it different from other industries: the high rate of changes that are produced in a relatively short period of time. In the last few years, additional technologies and platforms have been brought up, and we have become familiar with terms such as Java, Linux, HTML, XML, SOAP, UML, J2EE, .NET, JSP, Flash, web services, and so on. In this changing world, many companies have had to be compliant with these new technologies due to customer’s requirements or, also, because they need some tools based on these new platforms. Therefore, to face up to technological changes and the variability of customer’s requirements at a minimum cost has become a key point for the survival of any company.

Researchers are aware of these needs, so that, different proposals which are trying to solve these problems can be found in literature. On the one hand, MDA (Model Driven Architecture) [31] is facing up to technological changes. On the other hand, aspect-oriented programming [19] improves software evolution because it localizes changes in concrete points and minimizes the dependencies among the different aspects that compose the whole system.

Although the first proposals in aspect-orientation community were mainly for separating concerns at programming level [17, 32, 7, 22], researchers felt the need for raising the level of abstraction, thus new proposals have been brought up to specify concerns at design-time. Most of these proposals [6, 13, 37, 36, 1, 41] are inspired by AspectJ [33]. Moreover, many of them has as a main aim the code generation, and they end up generating AspectJ code.

We think that the previous proposals are too dependent on a concrete platform and they have been thought having in mind the generation of code for aspect-oriented languages. But many times customer’s requirements impose the choice of a platform that is not aspect-oriented. Therefore, we think that the level of abstraction should be higher at design time, in such a way that although we work with separated concerns, the system can be adapted to any platform, whether aspect-oriented or not.

This paper proposes the use of MDA philosophy to achieve this platform independence. If MDA ideas are followed, models to specify concerns platform-independently will be needed. We think that UML and its extensions (UML-profiles or MOF metamodels) are enough to specify these concerns, and as a consequence, we propose the definition of domain-specific languages based on these UML-extensions to model concerns.

The rest of the paper is organized as follows: in section 2, a general overview of MDA is given, in order to clarify some terms and define some terminology used in the rest of the paper. After that, an analysis of the different proposals for defining concerns at the design level is made in section 3. Then, in section 4, the details of our proposal are introduced, and finally, the paper is concluded and our future lines of
work are pointed out.

2. MDA

MDA [31] is a framework defined by the OMG (Object Management Group) for software development. The foundation of this proposal is the importance of models in the software development process. In order to face up to technological changes, MDA proposes the separation of the specification of the functionality and the specification of the implementation of the system on a specific platform.

The main steps in the MDA development process are depicted in Figure 1, where three different layers of modelling are shown: PIM, PSM and code. According to the OMG [31], a platform independent model (PIM) is a view of a system from the platform independent viewpoint, while a platform specific model (PSM) is a view of a system from the platform specific viewpoint.

![Figure 1: Main steps in the MDA development process](image)

MDA does not require the use of UML to specify PIMs or PSMs, but in case other languages are required, the MOF metamodels for them should be indicated. The Meta Object Facility (MOF) [30] is a standard maintained by the OMG for the description of modelling constructs, and it can be considered as one of the key foundations of MDA.

The development process proposed by MDA starts with the specification of a platform independent model. Then, a set of transformations are needed in order to obtain the specification of the platform specific model, that is, the model but custom-designed for the specific platform where the application is going to be deployed. After that, another set of transformations are applied to the PSM to get the final source code.

3. MODELLING ASPECTS

Although the first proposals formulated for separating concerns were focused on implementation [17, 32, 7, 22], the level of abstraction has risen more and more. Thus, nowadays we can find proposals that pursue the separation from the very beginning of the software development process, and, as a consequence, a new term has been coined for naming these concerns obtained during the first phases of the software development process: early aspects. Nearly at the same time, many proposals have been brought up to model concerns.

First of all these proposals for specifying concerns at design time have been surveyed and analyzed, and as a result, its main features and contributions have been summarized in Table 1. This table shows the different proposals ordered by its year of publication. Thus, the first column of the table represents the year of publication, and the second one, its reference. The rest of the columns reflect a set of features that are interesting to compare all of them. They are:

- **Abstraction Level** This property can have two values: high or low. The level of abstraction represents if the constructs proposed in the modelling language are close to concepts of programming languages or not. A proposal with a low level of abstraction use constructs that are near to the concepts managed by a programming language.
- **Inspired by** Many of the modelling languages have been inspired by proposals which separate concerns at programming. Thus, this column shows the name of the proposal that has inspired the concepts expressed in the language.
- **Extension Mechanism** In one way or another, all of the proposals use the UML as base language, and they suggest UML extensions to express concerns. This column represents the kind of extension mechanism used, whether a UML profile, a metamodel or others.
- **Purpose** This property can have two different values: general or specific. A general purpose proposal means that a general purpose language is proposed for modelling all kind of aspects, while a specific purpose one means that one language should be specified for every aspect.
- **Main Contributions** It shows a list with a brief description of the main contributions of the proposal.

Analyzing Table 1, it can be seen that one of the first proposals which has incorporated aspects at design is [37], where an extension to the UML metamodel is suggested in order to support aspects. Otherwise, in [6] new constructs are incorporated to UML (pointcuts and aspects) and the use of packages to separate and encapsulate aspects is proposed. Moreover, in [13] an extension to UML by means of stereotypes, tagged values and constraints is proposed.

UML has evolved along with aspect orientation, and more formal mechanisms to its extension have been brought up. Thus, there are proposals which use light-weight UML extensions, such as [1], where a profile for AOM is given and stereotypes for aspects and crosscuts are introduced. But also, there are others like [9], that extend UML in a heavy-weight way, that is, they propose a metamodel to express aspects.

Table 1 also shows that most of the proposals work with constructs that are very close to the ones defined in programming, and also, it reveals that those constructs are inspired mainly by AspectJ (only [10] and [14] are based on HyperJ...
Table 1: Classification of the different proposals for aspects modelling at design level

<table>
<thead>
<tr>
<th>YEAR</th>
<th>REF.</th>
<th>ABSTRACTION LEVEL</th>
<th>INSPIRED BY</th>
<th>EXTENSION MECHANISM</th>
<th>PURPOSE</th>
<th>MAIN CONTRIBUTIONS</th>
</tr>
</thead>
<tbody>
<tr>
<td>1999</td>
<td>[34]</td>
<td>low</td>
<td>Aspect/J</td>
<td>metamodel</td>
<td>general</td>
<td>It adds new elements for aspect and woven class to the UML metamodel.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* Model of relation aspect-class as an abstraction dependency relationship.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* Stereotypes of Aspect/J.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* New abstract construct for ComposableElement.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* New composition relationship.</td>
</tr>
<tr>
<td>2002</td>
<td>[10]</td>
<td>low</td>
<td>Hyper/J</td>
<td>metamodel</td>
<td>general</td>
<td>It adds new decomposition capabilities in order to align design models with individual requirements.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* New abstract construct for ComposableElement.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* New composition relationship.</td>
</tr>
<tr>
<td>2002</td>
<td>[36]</td>
<td>low</td>
<td>Aspect/J</td>
<td>stereotypes</td>
<td>general</td>
<td>It provides representations for all language constructs in AspectJ.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* It specifies an UML implementation of AspectJ’s weaving mechanism.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* Meta-attributes are defined to hold the weaving instructions.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* Tagged values of Association for modelling relations between classes and aspects.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* Stereotype of Association for modelling the relation between aspects.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* Stereotypes of Operation for modelling before, after, around.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* It refines the binding by which a complex behavior is applied to a core module.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* It gives a new semantics to packages, adding them high-level properties.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* New constructs for pointcut and aspects.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* New dependency relation, to link aspects and components to pointcuts.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* Stereotype of Association for modelling crosscut.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* Stereotypes of Operation for preactivation and postactivation...</td>
</tr>
<tr>
<td>2003</td>
<td>[34]</td>
<td>low</td>
<td>Hyper/J</td>
<td>profile</td>
<td>general</td>
<td>Extension provided specially for the development of product lines.</td>
</tr>
<tr>
<td>2003</td>
<td>[20]</td>
<td>high</td>
<td>none</td>
<td>profile</td>
<td>general</td>
<td>It incorporates AO concepts into modelling and MDA.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>* Weaving as model transformation.</td>
</tr>
</tbody>
</table>

4. SEPARATING CONCERNS

If the different proposals introduced in the previous section are analyzed, it turns out that most of them specify aspects by means of a general-purpose design modelling language in such a way that the same UML extension is used for expressing every kind of aspect. There is also a general trend: the inspiration on terms and concepts of AspectJ [18]. We think that these proposals are valuable, but they are platform-specific. That is, they were thought pursuing the generation of aspect-oriented code. But many times, customer’s requirements impose platforms that are not aspect-oriented. Therefore, we need a way to specify concerns independently of the specific platform, in a higher level of abstraction.

We are not discarding the profiles and metamodels analyzed in the previous section, but we are leaving them for PSMs (Platform Specific Models), and in order to separate concerns at PIMs we propose the use of metamodels and UML profiles, in such a way that a UML-based language should be specified for each high-level aspect.

We think that nowadays we are in a point very similar to the one we were at the beginning of aspect-oriented pro-
gramming. At those times, many specific-purpose aspect languages proposals were brought forth, such as Cool and RIDL [25]. One of the main disadvantages of these kinds of languages is that they couldn’t support aspects different to the ones they were designed for. However, they have a higher abstraction level than the base language, that is, the language used for the implementation of the basic functionality.

But now, this inconvenience can be overcome at the design level using UML as the modelling language, because it is a general purpose language which can be extended by way of two extension mechanisms. These mechanisms (metamodels and UML-profiles) let us express the different aspects by means of specific terms of the aspect’s domain. We think that a combination of both of them can be used to specify concerns at the PIM level and although nowadays, an architect has to choose which is the best extension mechanism to model a specific domain, in the future, the distinction between them seems to be erased. Thus in [12], it is stated: ‘We envision MDA tools on the horizon that provide much more freedom and eliminate the distinction between metamodels and profiles’.

But now, the first step to develop an application is to determine the number of concerns to be separated. Once the concepts are clear, we should decide if we are going to specify every one by means of an UML profile or a metamodel. In this sense, in [11] Desfray gives a rational in order to choose the right metamodeling technique. We propose this rational to choose if an aspect should be specified with a metamodel or a UML-profile. Thus, if we adapt Desfray’s proposal to concerns, it can be stated that they should be specified with a MOF based technique, if

- the domain is well defined and has a unique, well-accepted main set of concepts, or
- the model is not subject to be transferred into other domains, or
- there is no need to combine the aspect domain with other domains.

On the contrary, a UML-profile based technique, should be chosen when

- the aspect domain is not subject to consensus, or
- many changes and evolutions may occur, or
- the aspect domain may be combined with other domains in an unpredictable way, or
- models defined under the domain may be interchanged with other domains.

Another important advantage of choosing a profile extension is that generic UML tools can be used, whereas heavy-weight extensions are likely to be too dependent on vendors and the revision of their tools. The main disadvantage of the profile approach is that it is not as semantically powerful as the metamodel approach.

Let’s see an example in order to clarify our proposal, we have chosen a generic distributed web application. Firstly, we should decide which high level concerns are going to be specified separately. A typical distributed web application is composed of the following concerns, at least: user interface, navigation, security, distribution and persistence. Thus, separate models should be maintained for every concern.

Figure 2 depicts the structure of the distributed web application with our proposal. As we propose an MDA approach there are three different layers of models: PIMs, PSMs and code. The first layer, the platform-independent one, shows the five different models corresponding to the high level concerns enumerated previously. As well as [14], we think that packages should be first-class citizens. Thus, we have one package for every concern.

In an ideal situation this separation obtained in the first layer should be maintained from PIMs to source code, however, we should take into account that many times we have to deal with specific platforms which don’t separate concerns adequately, due to customer’s impositions. Thus, in Figure 2, some transformations are applied to the PIMs specifying aspects of navigation and user interface, and PSMs for the JSF (Java Server Faces) [8] platform are obtained. In this case, JSF does not provide a complete separation of navigation and user interface, so we’ll have to express them at PSM level using the same metamodel or profile.

There are many proposals for the modelling of navigation and user interface [28, 5, 20], but there is a general agreement for modelling user interface and navigation by means of a metamodel. Moreover, in [28], a discussion about choosing a metamodel or a profile to model web applications is made, and it is concluded that the metamodel is the best option for modelling web applications because the semantic distance between UML elements and web modelling elements is too large. In this case, we also propose following the general trend and use models based on one of the metamodels mentioned previously to specify user interface and navigation.

However, if we look at the persistence aspect, we can check that most of the proposals [40, 3] have opted for a UML-profile, because the semantic distance is less. In [40] a profile for persistence in PIMs is proposed whereas in [3] a relational persistence profile is suggested. This profile can be considered technology-specific, because it has been thought to model a concrete technology: relational databases. But it should be noticed that there are other options in object persistence, for example, data might be stored in XML in a file system.

With regards to distribution, in [35] a profile for distribution is defined, valuable to be used in PIMs. In relation to PSMs, the OMG has adopted a MOF metamodel of Java and EJB.

Finally, in [24] a new modelling language named SecureUML is specified as a metamodel extension to UML. This language is focused on access control.

To conclude this section, our vision of high-level concerns is composed of a set of packages that are related to a set of metamodels and UML profiles stored in MOF and profiles repositories.

5. CONCLUSIONS AND FURTHER WORK

After surveying many of the design modelling languages defined to express concerns, it turns out that most of them are general purpose and low level languages, which means that most of them are looking for a language which expresses every kind of aspect, but also they use constructs that are very close to the ones used in aspect oriented programming languages.
We think that there is a need for raising the abstraction level of these modelling languages, because most of the surveyed have been thought to produce aspect-oriented source code, but sometimes, we have to work with non aspect-oriented platforms due to customer’s requirements.

In order to increase the level of abstraction, and therefore, to adapt more easily to changes of requirements and technology, the MDA philosophy has been proposed. Thus, adjusting to this philosophy two levels of models and a set of transformations are needed. Firstly, we will have a set of models that are platform independent. By means of a set of transformations, we will obtain a set of models that are specific to the platform where the system is going to be deployed.

To separate concerns adequately, we propose the extension of UML by means of a metamodel or a UML profile for every concern. That is, we propose the use of domain specific web modelling languages, because they let us reason easily about concerns. We also propose the use of packages as first class modelling languages, because they let us reason easily about concerns. We also propose the use of packages as first class model.

As a future line of research we are working on a framework to support all the ideas proposed in this paper. In this first stage, we are focusing specifically on web applications, so we’d like to test this framework with this kind of applications. We also want to define repositories of metamodels with some of the ones proposed in this paper. Some of these extensions, need to be completed, and other new ones have to be developed.

Finally, another important focus of our research is the study of the incompatibilities and relationships among different high-level aspects, and the resolution of conflicts when they are weaved. We would like to provide the right modelling mechanism to specify the order of weaving or model transformations.
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