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ABSTRACT
Context: UML has been the de facto standard notation for modeling object-oriented software systems since its appearance in 1997. UML diagrams are important for maintainers of a system, especially when the software was developed by a different team. These diagrams of the system are not always available, however, and are commonly recovered using Reverse Engineering (RE) techniques. When obtained through RE, UML diagrams have a high level of detail as compared to those developed in the forward design activity.

Method: In this paper we report on a comparison of the attitude and performance of maintainers when using these two kinds of diagrams during the maintenance of source code. Our findings were obtained by carrying out a controlled experiment with 40 students of a Master’s degree in Computer Science.

Results: The results show a preference for forward design diagrams but do not display significant differences in task performance. The post-experiment survey results have led us to conclude that the subjects did not consider RE diagrams helpful; they found them difficult to understand, particularly the sequence diagrams. In the case of forward design diagrams, subjects considered sequence diagrams as useful, but they did not really employ them.

Conclusions: Based on our findings, as regards performance of maintainers, there are no objective results which favor the use of one of these types of diagram in particular, i.e., UML diagrams which come from forwards design, on the one hand, and diagrams obtained from RE, on the other. Subjective opinions do, however, lead us to recommend the use of diagrams created during design. Nevertheless, we realize that the results should be considered as preliminary ones; further replications of this experiment are planned, using students and professionals, the aim being to obtain more conclusive results.

Categories and Subject Descriptors
D.2.7 [Software Engineering]: Distribution, Maintenance, and Enhancement – Documentation, and D.2.10 [Software Engineering]: Design - Representation

General Terms
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1. INTRODUCTION
The current increasing complexity of software projects [34] has led to the emergence of UML [25] as the de facto standard modeling notation. It first appeared in 1997 and has now become one of the most widely-used modeling languages in industry, as a tool with which to increase the understanding between customer and developer and to improve communication among team members [23]. Despite this, not all UML diagrams have the same complexity, layout, level of abstraction, origin, etc. [21], depending on many factors such as designers’ experience, time-pressure and client conventions. Previous studies have shown that the style and rigor used in the diagrams may vary considerably throughout software projects [21], in addition to affecting the source code of the system in a different way [24].

We focus our research on the maintenance phase, because we know that this phase takes up the greater part of software development resources [10, 27]: “Maintenance typically consumes 40 percent to 80 percent of software costs. Therefore, it is probably the most important life cycle phase of software”; what is more: “60 percent of the budget is spent on software maintenance, and 60 percent of this maintenance is to enhance existing software”. Forward design diagrams, i.e., the diagrams generated during forward development, are sometimes available...
The business rules allow the designers to create UML diagrams for maintainers in the maintenance phase, but when this is not the case, the diagrams may be reconstructed through an RE technique. The difference in the origin of the diagrams (i.e., forward design diagrams or RE diagrams) and the different techniques that can be used to generate an RE diagram result in different styles of diagrams that may influence the quality of the product being maintained.

RE diagrams are easy to obtain without investing lots of developer effort. Given the ease of their generation and that they may be generated automatically at any time, maintainers can have up-to-date diagrams modeling the system when they need them. The problem these diagrams present is their very high level of detail, which may make them not very understandable. There are some issues related to the obtainment of diagrams with a high level of detail when they come from source code, after applying a reverse engineering technique:

- The level of abstraction is very low, due to the fact that every element from the source code is represented in the UML diagrams. The benefit of this is that there is a very high traceability from the diagrams to the source code.
- The business rules allow the designers to create UML diagrams following a specific design objective. After that, developers implement the source code following those diagrams. RE diagrams do not represent these rules, due to the fact that they are obtained from source code and these diagrams only reflect how the code was implemented, rather than why.
- These RE diagrams are platform-dependent, compared to forward design diagrams. For that reason, RE diagrams contain details about implementation patterns and frameworks used, which would not appear in forward design diagrams.
- After obtaining the RE diagrams, a cleaning and lay-outing process need to be performed, in order to adapt the diagram to the corresponding audience.

However, there is another option when up-to-date diagrams are required: the maintainer may keep the source code and the diagrams in-sync manually by applying the corresponding changes incurred by maintenance to both. This option requires more manual effort than the RE process, because the process is not as automated as the RE approach is. Nevertheless, when the diagrams are generated by people and not by automated tools, they can contain different levels of abstraction and detail, depending on the importance of diagram elements; this may make diagrams more understandable, and hence more effective.

All these facts lead us to pose our main research question: “Should software maintenance companies spend time updating their UML diagrams or should they rather use reverse engineered ones?” Our results might be useful for companies which are performing software maintenance and yet are unsure if they should continue updating their UML diagrams (as part of the project documentation) or if they might rather save that time, by generating RE diagrams in an automatic way. In this work we therefore analyze whether the different Origins of UML diagrams (RE vs. Forward Design) affect the work that must be carried out by a maintainer, in terms of the effectiveness and efficiency of the maintenance of source code. We carry out our analysis by means of a controlled experiment with students. Our aim is to find out if, in order to have an up-to-date version of diagrams, an effort should be made to maintain diagrams or not.

On the one hand, if we obtain better results with design UML diagrams we will have empirical results to encourage companies and software developers to follow a model-centric approach. This implies beginning the development of a software system by building the corresponding UML diagrams and keeping them up-to-date, thereby facilitating maintenance tasks. On the other hand, if we obtain better results with RE diagrams, we will have empirical evidence to suggest that maintainers should obtain the UML diagrams needed by using RE techniques. This thus avoids having to maintain the available diagrams (wherever these are available) reducing the time involved in maintenance tasks.

This paper is organized as follows. Section 2 presents the related work. Section 3 gives the description of the experiment. The results obtained in the experiment are set out in Section 4, whilst the threats to validity are summarized in Section 5. Finally, Section 6 outlines the main conclusions and future work.

2. RELATED WORK
Our work is mainly related to: (i) studies analyzing the comprehension of software systems, including those related to the comprehension of the UML diagrams, and (ii) empirical studies which focus on the comparison of the use or non-use of UML diagrams during the maintenance of software systems.

It is possible to find many papers related to the comprehension of the UML diagrams, which is directly related to the comprehension of the software system [5, 9]. For example, [22] analyzed the understandability of diagrams with different Levels of Detail (LoD) in the development phase. The results reflect a better understanding of diagrams when they have a high LoD. The authors of [11] investigate whether the comprehension of source code increases in the case of novice software engineers using abstract software diagrams produced in the early phase of the software development. Results show that there is no significant difference in the comprehension of source code achieved by the use or non-use of abstract software diagrams (although analysis diagrams are expected to have a lower LoD than design diagrams). An experiment similar to that presented in [22], but focusing solely on the maintenance phase, appears in [8]; i.e., it studies whether different LoD in UML diagrams might influence the maintenance of source code. In [8, 22] there is an assumption that the higher amount of information put into a diagram, the more is known about the concepts/knowledge described in it. That being the case, a higher LoD would improve maintainers’ performance, due to the fact that they understand the system they have to maintain better. The results from [8] are not conclusive, but show a slight tendency in favor of high LoD diagrams.

If we focus on studying the comprehension of UML diagrams, which is extremely relevant when performing maintenance tasks, we should highlight those studies which focus solely on maintenance tasks and the benefits of using different kinds of UML diagrams during this phase.

In [6], an experiment was performed to investigate whether the use of UML influences performance of maintenance tasks, in comparison to the use of source code only. This experiment investigated the costs of maintaining, as well as the benefits of using, UML documentation during the maintenance and evolution of a nontrivial system, with 20 professional developers used as subjects. These developers had to perform 5 maintenance tasks, consisting of adding new functionalities to an existing system; correctness, time and quality of the solution were measured. Source code, as well as UML diagrams, when available, had to be maintained. The results of this work show a positive influence of
the presence of UML for maintainers. In terms of time, the UML subjects took more time if the UML documentation was to be updated, but that difference was not statistically significant. UML was, however, always beneficial in terms of functional correctness (introducing fewer faults into the software) because the subjects in the UML group had, on average, a practically and statistically significant 54 percent increase in the functional correctness of changes. UML also helped produce code of better quality when the developers were not yet familiar with the system. This experiment is a replication of a previous work performed with students, which is presented in [1]; this experiment obtained similar results.

In the work presented in [19], the experiment performed focuses on the comprehension of, and the difficulties involved in, maintaining the source code of object-oriented systems. UML diagrams were also presented to the subjects of the experiment, but they took as their sole focus an exploration of the participants’ strategies and problems while they were conducting maintenance tasks on an object-oriented application. The results show that the major difficulties were related to understanding program logic, algorithms, discovering the impacts of changes, and the inheritance of the functionality. Based on one of the conclusions drawn from their work, the authors suggest a teaching technique by which to avoid these difficulties.

Finally, we should mention the use of UML diagrams as part of a Model Driven Engineering (MDE), out of which source code is generated automatically (and updated/maintained) through performing changes on the diagrams. The influence of this kind of approach on maintenance is studied in [15], where industrial experiences are summarized, based on the results of a questionnaire and an interviewing process. The authors concluded that use of MDE for maintenance might have positive and negative aspects at the same time. The time for stakeholders to understand each other can be reduced, thanks to the fact that it is easier for new staff to understand existing systems and the code is “self-documenting”. But this time can also be increased, since the code generated may be difficult to understand. In relation to the time needed to maintain the software, their conclusions in summary form assert that this can be reduced. That is because the maintenance is done at the modeling level, and the traceability links are automatically generated. As before, however, this time can also be increased, since there is a need to keep models/code synchronized. In addition, the same work reports some percentages about the increase of the maintainability effort of a system when diagrams, UML or not, are used for different purposes (team communication, understanding of a problem, code generation, etc.).

As mentioned previously, there are several studies which deal with different points of view as regards the influence of UML on the software life cycle, but no study focuses on the differences between using forward design diagrams as opposed to RE diagrams in the maintenance phase. This fact, along with the importance that the results might have to the industry, has motivated us to perform a controlled experiment on this topic.

3. EXPERIMENT DESCRIPTION

The experiment was carried out at the University of Seville (Spain) in November 2011. In order to run and report this experiment, we followed the recommendations provided in several pieces of work [17, 18, 37]. The experiment followed the guidelines for reporting empirical research in software engineering [17] as closely as possible. The experimental material is available for downloading at: http://alarcos.esi.uclm.es/originUMLmaintenance/.

In the following subsections we shall describe the main characteristics of the experiment, including goal, context, variables, subjects, design, hypotheses, material, tasks, experiment procedure and analysis procedure.

3.1 Goal

The principal goal of this experiment was to investigate whether the Origin of UML diagrams influences the maintenance of source code. The GQM template for goal definition [2, 3] was used to define the goal of our experiment as follows: “Analyze the maintainability of source code from the point of view of software maintainers with respect to the Origin of the UML diagrams, in the context of Computer Science students at the University of Seville”.

We considered two possible Origins of the diagrams: the design phase and an RE technique. In the first case, our intention was to maintain the source code using the UML diagrams built at the design phase. In the second case, we set out to maintain a source code for which the UML diagrams are not available, which meant that they would have to be obtained from the source code using an RE technique.

We decided to consider class diagrams and sequence diagrams because they can be obtained from an RE technique, and due to the fact that they are also two of the most commonly used diagrams when designing a system [5, 7, 12].

3.2 Context selection

The experimental objects consisted of class and sequence diagrams and the Java code of one system. The diagrams were obtained from different Origins:

- **RE**: Reverse Engineering UML diagrams, which are totally automated diagrams.
- **D**: UML diagrams obtained at the Design phase (i.e., forward design diagrams). These are totally manual designs.

RE diagrams are diagrams with a high level of detail since they represent all the elements in the source code. The D diagrams might also be considered as diagrams with a high level of detail because their class diagrams contain class names, attributes, operations and relationships, and their sequence diagrams contained lifelines, messages and parameters of messages. However, D diagrams do not represent all the elements in the source code, but those elements which are represented (based on human selection) are completely represented. D diagrams can therefore be considered as high level of detail diagrams while RE are higher level of detail diagrams.

The diagrams described a sports center system from which users can rent services (tennis courts, etc.). The system is a Sports center application which was created as part of the Master’s degree Thesis of a student from the University of Castilla-La Mancha, and we therefore consider it to be a realistic system. It is a desktop application created with the client-server paradigm. The system contains 5123 Lines of Code (LoC) (Table 1), so it might be considered a small realistic system. In fact its size is almost double the LoC of other systems used in previous work which have nevertheless been considered as realistic systems, for example in [6]. The maintenance requirements were formulated
by the Master’s supervisor. In the case of D diagrams, 4 class diagrams are available, with a total of 16 classes, and 21 sequence diagrams, with 226 messages. In the case of RE diagrams, 4 class diagrams are available, with 21 classes, and 11 sequence diagrams, with 191 messages. The number of classes in class diagrams is a good deal smaller than in class diagrams of systems used in other previous work. This is caused by the use of different levels of abstraction for modeling, but their diagram size is still representative of realistic systems [13]. Note that the number of sequence diagrams in the RE group is 11 and the number of diagrams in D group is 21. Hence, the number of messages per diagram (226 messages for 21 diagrams in D group, and 191 messages for 11 diagrams in RE group) gives an indicator which suggests that RE diagrams should be considered as being larger and more complex. The RE diagrams were generated using the tool IBM Rational Software Architect, employing the default RE-functionality provided by this tool, followed by auto-lay-outing (also offered by the same tool). These experimental objects were presented in Spanish.

We conducted the experiment in a classroom under controlled conditions. It was carried out with 40 Computer Science students from the University of Seville (Spain) who were taking the Software Engineering III course in the second-year of their Master’s Degree, from which th

<table>
<thead>
<tr>
<th>Variable</th>
<th>Value</th>
<th>LoC</th>
</tr>
</thead>
<tbody>
<tr>
<td>#Class diagrams</td>
<td>4</td>
<td>5123</td>
</tr>
<tr>
<td>#Classes</td>
<td>16</td>
<td></td>
</tr>
<tr>
<td>#Sequence diagrams</td>
<td>21</td>
<td></td>
</tr>
<tr>
<td>#Messages</td>
<td>226</td>
<td></td>
</tr>
</tbody>
</table>

Table 1. Description of the system received.

The tasks to be performed did not require high levels of industrial experience, so we believed that the use of students could be considered appropriate, as suggested in literature [2, 14]. Working with students also implies various advantages, such as the fact that their prior knowledge is fairly homogeneous, there is the possible availability of a large number of subjects [36], and there is the opportunity to test experimental design and initial hypotheses [31]. An additional advantage of using novices as subjects in experiments on maintainability is that the cognitive complexity of the objects under study is not hidden by the subjects’ experience. Nonetheless, we also wish to test the findings with practitioners, in order to strengthen the external validity of the experiment.

3.3 Variable Selection
The independent variable (also called “main factor”) is the Origin of diagrams, which is a nominal variable with two values (treatments): Design (D) or Reverse Engineering (RE). We also considered a further independent variable (called “co-factor” from now on): Ability. We considered this co-factor in our efforts to investigate whether subjects’ ability plays any role in the maintenance of source code, i.e., we discriminate between users according to the respective level of Ability, with the purpose of testing the hypothesis that this is a relevant influencing factor that should be taken into account when adopting such kinds of diagrams. A quantitative assessment of the participants’ Ability was obtained by computing the final mark of the course they were taking. Those students with a final mark of below 5.7/10 (that number represents the median of the group) were classified as low Ability participants; those above that mark were given the classification of high Ability students. The instructor of the course (the last author of the paper), who was not one of the experimenters, was asked to provide the marks.

The dependent variable is the maintainability. We measured this dependent variable by defining the following measures:

- **Maintainability Effectiveness (MEffec)**: This measure is related to the correctness of the response, and it therefore reflects the ability to maintain the system presented correctly. A higher value of this measure reflects better maintainability effectiveness. It is calculated with the following formula:

  \[
  \text{MEffec} = \frac{\text{# correct tasks} - \text{# performed tasks}}{\text{# tasks}}
  \]

- **Maintainability Efficiency (MEffic)**: This measure is related to the timing of the response, but also reflects the ability to maintain the system presented correctly. Its unit of measure is “the number of correctly-performed modification tasks per time unit”. The unit of time used was seconds. A higher value of this measure reflects better maintainability efficiency. It is calculated with the following formula:

  \[
  \text{MEffic} = \frac{\text{# correct tasks} - \text{# performed tasks}}{\text{time spent}}
  \]

3.4 Hypotheses Formulation
The following hypotheses have been formulated and tested:

- **H1**: There is no significant difference in the subjects’ maintenance effectiveness when working with UML diagrams which have originated from the design phase or with diagrams which originated from a Reverse Engineering technique. \(H_{1a}: - H_{1b}\)
- **H2**: There is no significant difference in the subjects’ maintenance efficiency when working with UML diagrams which have originated from the design phase or with those which originated from a Reverse Engineering technique. \(H_{2a}: - H_{2b}\)

The goal of the statistical analysis is to reject the null hypotheses and possibly to accept the alternative ones. Both of the hypotheses are two-sided, because we did not postulate any effect arising from the origin of the diagrams.

3.5 Experimental Design
We selected a between-subjects balanced design in which each treatment has an equal number of subjects [20]. We decided to use a between-subjects design rather than a within-subjects design, owing to time constraints. The inherent threats of a between-subjects design were thus alleviated, taking into account the suggestions provided in [37]. In an attempt to alleviate experience effects, we provided the subjects with a background questionnaire in the training session which took place before carrying out the experiment. We then assigned them to the 2 groups in a random manner (see Table 2), based on the marks obtained in the background questionnaire (blocked design by experience).

To avoid skewing the results of the tasks as a result of their being of different levels of difficulty, the tasks were randomized. The subjects in each group therefore received the same tasks but in a
different order. In order to alleviate learning effects, the order of the tasks was the same for each treatment, i.e., one subject from each group received the tasks in the same order, but in a different order from the rest of his/her group.

Table 2. Experimental design.

<table>
<thead>
<tr>
<th>Origin of UML diagrams</th>
<th>RE</th>
<th>D</th>
</tr>
</thead>
<tbody>
<tr>
<td>Group 1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Group 2</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

3.6 Experimental tasks

There were two kinds of maintenance tasks (Table 4) forming part of the modification questionnaires; both of these activities involve the changing of the source code:

- **Adaptive maintenance task**: these maintenance activities were intended to enhance the system by adding features, capabilities, and functions, in response to new technology, upgrades, new requirements, or new problems, i.e., it is a modification of a software product performed after delivery to keep a software product usable in a changed or changing environment [16]. In our case, new requirements had to be added to the system, with the subjects receiving a list of requirements which had to be used to modify the code of the system and thus add/change certain functionalities. This part of the experiment contained 3 tasks.

- **Corrective maintenance task**: these maintenance activities were “intended to remove errors or bugs from the software, the procedures, the hardware, the network, the data structures, and the documentation” [33]. In our case, bugs from source code had to be detected and fixed. We consequently analyzed the list of bugs reported by a professional Dutch IT development company (we will not give its name, due to terms of privacy) and introduced these kinds of defects into our system, giving the subjects a list of functional defects which had to be detected and corrected. All this explains why we considered these tasks to be common, realistic tasks; this part of the experiment contained 2 such tasks. The subjects were provided with answer sheets for this kind of questions, to allow them to structure their responses.

These two kinds of tasks needed to be answered using some data collection forms, i.e., templates which had to be filled with pieces of code. We used these data collection forms to obtain a structured response which facilitated the correction of the results. The subjects were provided with answer sheets to allow them to structure their responses to do with the maintenance tasks. The reason for doing so is that maintaining source code on paper is not easy, due to space constraints, so the subjects were required to write changes to the source code in a structured manner on the answer sheets (format: line-no, change type, Java code, etc.).

They had to fill in a different form depending on the element that they wished to maintain (a class, a method, an attribute, etc.). The answer sheets can be found at: http://alarcos.esi.uclm.es/originUMLmaintenance/

The largest change consisted of adding a class which would need at least 22 lines of code. In general, between 1 and 3 classes needed to be modified. The complexity of the task might seem not to be too complex, due to the number of LoCs which have to be changed, but the complexity of the task lies in the difficulty of detecting where change is to be performed on the source code, as well as how it should be carried out. It should also be taken into account that 5 tasks had to be completed in 2 hours, using a system that had never been seen by subjects. We limited the time of the experiment, to fit in with availability of subjects. Subjects are only required to maintain the system, i.e., they do not need to update diagrams according to their changes or to create test cases.

Table 3. Post-Experiment Survey.

<table>
<thead>
<tr>
<th>Id</th>
<th>Question/Issue</th>
<th>Possible Answers</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ex1</td>
<td>The difficulty of tasks</td>
<td>(1-5)</td>
</tr>
<tr>
<td>Ex2</td>
<td>The training was sufficient to be able to perform</td>
<td>(1-5)</td>
</tr>
<tr>
<td></td>
<td>the tasks</td>
<td></td>
</tr>
<tr>
<td>Ex3</td>
<td>The clarity of the material provided</td>
<td>(1-5)</td>
</tr>
<tr>
<td>Ex4</td>
<td>The task objectives were perfectly clear to me.</td>
<td>(1-5)</td>
</tr>
<tr>
<td>Ex5</td>
<td>The tasks I performed were perfectly clear to me.</td>
<td>(1-5)</td>
</tr>
<tr>
<td>Ex6</td>
<td>I did not experience difficulty in reading the</td>
<td>(1-5)</td>
</tr>
<tr>
<td></td>
<td>diagrams</td>
<td></td>
</tr>
<tr>
<td>Ex7</td>
<td>I did not experience difficulty in reading the</td>
<td>(1-5)</td>
</tr>
<tr>
<td></td>
<td>source code</td>
<td></td>
</tr>
<tr>
<td>Ex8</td>
<td>The LoD of the diagrams was correct enough for me</td>
<td>(1-5)</td>
</tr>
<tr>
<td></td>
<td>to be able to perform the tasks</td>
<td></td>
</tr>
<tr>
<td>Ex9</td>
<td>The available class diagrams were helpful</td>
<td>(1-5)</td>
</tr>
<tr>
<td>Ex10</td>
<td>In the event that you do not think that the class</td>
<td>Open question</td>
</tr>
<tr>
<td></td>
<td>diagrams have been useful, indicate why</td>
<td></td>
</tr>
<tr>
<td>Ex11</td>
<td>The available sequence diagrams were helpful</td>
<td>(1-5)</td>
</tr>
<tr>
<td>Ex12</td>
<td>In the event that you do not think that the sequence</td>
<td>Open question</td>
</tr>
<tr>
<td></td>
<td>diagrams have been useful, indicate why</td>
<td></td>
</tr>
<tr>
<td>Ex13</td>
<td>I had enough time to perform the tasks.</td>
<td>Multiple choice</td>
</tr>
<tr>
<td></td>
<td>question</td>
<td></td>
</tr>
<tr>
<td>Ex14</td>
<td>How much time (as a percentage) did you spend</td>
<td>Multiple choice</td>
</tr>
<tr>
<td></td>
<td>looking at the diagrams?</td>
<td>question</td>
</tr>
<tr>
<td>Ex15</td>
<td>How much time (as a percentage) did you spend</td>
<td>Multiple choice</td>
</tr>
<tr>
<td></td>
<td>looking at the source code?</td>
<td>question</td>
</tr>
</tbody>
</table>

Ex1 = 1 = strongly agree; 2 = agree; 3 = neutral; 4 = disagree; 5 = very disagree
Ex2 = 1 = very high; 2 = high; 3 = correct; 4 = low; 5 = very low (Ex8)
Ex3 = 1 = very difficult; 2 = difficult; 3 = medium; 4 = easy; 5 = very easy (Ex1)
Ex4 = 1 = very clear; 2 = clear; 3 = correct; 4 = unclear; 5 = very unclear (Ex3)

A = more time needed; B = less time needed; C = enough time (Ex13)
A. <20%; B. >=20% and <40%; C. >=40% and <60%; D. >=60% and <80%; E. >=80% (Ex14, Ex15)

Table 4. Summary of maintenance tasks.

<table>
<thead>
<tr>
<th>Task</th>
<th>Summary of task descriptions</th>
<th>Type of maintenance</th>
<th>Maximum mark</th>
</tr>
</thead>
<tbody>
<tr>
<td>T1</td>
<td>When one of the sport center’s services is not available (owing to a breakdown, for example) all reservations for this service should be cancelled.</td>
<td>Corrective</td>
<td>4 points</td>
</tr>
<tr>
<td>T2</td>
<td>The sport center’s system should store its customers’ telephone numbers.</td>
<td>Adaptive</td>
<td>5 points</td>
</tr>
<tr>
<td>T3</td>
<td>A ticket showing a customer’s reservations at a specific time should be generated by the system.</td>
<td>Adaptive</td>
<td>5 points</td>
</tr>
<tr>
<td>T4</td>
<td>When we delete one of the sport center’s members, his/her pending payments sometimes remain in the system.</td>
<td>Corrective</td>
<td>2 points</td>
</tr>
<tr>
<td>T5</td>
<td>The information about the sport center’s instructors should be stored by the system.</td>
<td>Adaptive</td>
<td>6 points</td>
</tr>
</tbody>
</table>

In addition, at the end of the experiment execution the subjects were asked to fill in a post-experiment survey (see Table 3), whose goal was to obtain feedback about their perception of the experiment execution, feedback which could be used to explain
the results obtained. The answers to the questions were based on a five-point Likert scale [26]. During the experiment execution, the subjects had to perform 5 maintenance tasks, in different orders, which are summarized in Table 4.

3.7 Experimental Procedure
In order to check the experimental material and the time duration, a pilot study was carried out before the execution of the experiment, with 6 PhD students from the University of Castilla-La Mancha in Spain. The pilot study was similar to the experiment described in this section, but with no time limit. The results of the pilot study were used as a basis for adapting the number of tasks and their complexity to the experimental time constraints. Some spelling mistakes were also corrected and some requirement statements were rewritten in order to make them more understandable.

We did not provide details on the experimental hypotheses, and informed the participants that their grade on the course would not be affected by their performance.

The experiment took place in the second session, in a classroom, where the students were supervised by the instructor of the course and one experimenter, and no communication between students was allowed. In order to carry out the experiment, the subjects first received the material needed to perform the maintenance tasks, and when they had finished they were given the post-experiment survey.

After the execution of the experiment, the data collected from it were placed on an excel sheet, following an answering diagram constructed before the experiment was carried out. On this sheet, each task has a maximum mark (see Table 4), depending on the correctness of the answer provided. This means that for each task, a mark was given to the subject depending on the number of correct lines of code added to the solution. We did not provide negative marks to incorrect answers, i.e., lines of code which do not solve the task.

3.8 Analysis Procedure
The data analysis was carried out by considering the following steps:

1. We first carried out a descriptive study of the measures of the dependent variable, i.e., MEffic and MEffic in order to obtain a general overview of the results.

2. We performed a Kolmogorov-Smirnov test [29] to determine the normality of distributions and a Levene [29] test to determine the homogeneity of variances. These analyses are useful for determining which parametric or non-parametric test it would be better to use.

3. Based on the results of the previous test, we tested the hypotheses formulated using the non-parametric Mann Whitney test [37] for the data collected in the experiment. This test was performed because the data obtained did not satisfy the restrictions of the ANOVA test [4] (we did not obtain normal distributions, there is no homogeneity of variances, and a sample is not greater than 30).

4. We analyzed the influence and the interaction of the co-factor (i.e., Ability) with the main factor (i.e., Origin). We used interaction plots [4] to study the interaction of the method with the co-factor. Interaction plots are simple line graphs in which the means on the values of a dependent variable for each level of one factor are plotted over all the levels of the second factor. The resulting lines are parallel when there is no interaction and non-parallel when an interaction is present.

5. The data collected from the post-experiment survey was analyzed finally using bar graphs. In the cases in which we detected any pattern on data, we also tested these with a T-test [37], due to the nature of the data.

In all the statistical tests, we decided to accept a probability of 5% of committing a Type-I-Error [37].

3.9 Documentation and Communication
Issues such as documentation [30] and communication among experimenters [35] may influence the success or the failure of the experiment performance and future replications. We used laboratory packages and knowledge-sharing mechanisms to handle these issues. The material was originally written in Spanish, and the parts that would have to be understood by non-Spanish speakers were then translated into English. The material included: the post-experiment survey, the modification questionnaires, the data collection forms, the source code and the UML diagrams (two versions: D and RE). The groups of experimenters also shared a document to provide a common background so as to be able to communicate all terms related to the design and analysis of the experiment.

The experimenters (the three first authors of the paper) began with an initial face-to-face meeting in which the main ideas of the experiments were discussed and reported in an agreement document. All the experimenters then exchanged the agreement documents of the meeting by e-mail, to reach a shared common research plan. This phase was played a significant role in sharing knowledge among the experimenters and in the discussions on possible issues related to the study that might arise.

The experimenters used instant messaging tools and e-mails to establish a communication channel in all phases of the study. We also held teleconferences to share knowledge among the research groups and to discuss the experimental procedure that the participants had to follow.

4. RESULTS
The following subsections show the results of the data analysis using SPSS [32].

Descriptive Statistics and Exploratory Analysis
Table 5 shows the descriptive statistics of the Maintainability measures (i.e., number of subjects (N), mean (\( \bar{X} \)), median, and standard deviation (SD)), grouped by the Origin of the UML diagrams.

At a glance, we can observe that when the subjects used design UML diagrams they obtained better values in both measures when comparing means. This indicates that forward design diagrams may, to some extent, improve the maintenance of the source code but that the differences are very slight.

In order to test the formulated hypotheses we analyzed the effect of the main factor (i.e. Origin) on the measures considered (i.e., MEffic and MEffic) using the non-parametric Mann-Whitney test.
In Table 6 and Table 7 we show the results for each measure of Mann-Whitney U tests, in which the Origin column describes the independent variable, p-value is the statistical significance obtained, op is the estimated observed power of the test, es is the effect size, and r describes whether we can reject the null hypothesis with the data obtained.

All these values were calculated using standard configuration of SPSS. The results obtained for each hypothesis will be commented on in their corresponding subsections.

For each measure, we first decided to analyze the data related to maintenance in general, as is presented in the formulated hypothesis. We then made the decision to analyze the results by dividing them by the type of maintenance, since there may have been differences between the results from the adaptive and the corrective maintenance.

As a final step, with each measure (MEffec and MEffic), we also tested the influence of the following co-factor: Ability.

4.1.1 Testing Maintenance Effectiveness: MEffec (H1,0)
Taking into account the results shown in Table 6, we cannot reject H1,0 given that the p-value is 0.957, which is greater than 0.05., i.e., it would appear that the different origins of UML diagrams had no effect on the subjects’ effectiveness when performing the source code maintenance tasks. The observed power of the test is low, probably because of a small effect size, so we would be assuming a 0.946 (or 1-0.054) estimated probability of a Type II error in our assertions. Given the low value of the observed power we cannot obtain strong conclusions.

Finally as regards MEffec, we tested whether the Ability of subjects influenced the results, but, as we expected, this did not happen, (the p-value obtained was 0.226). The interaction plot shown in Fig. 1a indicates that there was no interaction between Origin and Ability for MEffec. In this case, high ability participants achieved better scores than low ability ones, when both of them were using RE and D diagrams. The interaction plot also suggests that the results achieved with D diagrams are better than those obtained with RE diagrams, for high and low ability participants. This might be caused by the fact that RE diagrams contain too many details when compared with D diagrams. In particular, RE sequence diagrams are twice as large in terms of messages when compared to D diagrams. This could be because forward design diagrams only contain logical messages between objects, obviating messages between other kinds of objects, such as objects from Java packages, which are shown in RE diagrams.

This difference between RE and D diagrams is based on their nature, owing to the fact that human based diagrams contain less technical details than RE diagrams because of human preferences.

4.1.2 Testing Maintenance Efficiency: MEffic (H2,0)
We can observe (see Table 7) that there is no significant effect (p-value is 0.534, which is not smaller than 0.05) as regards the Origin of UML diagrams on maintenance efficiency and that, in this case, the statistical power is still very low. But, if we accepted the null hypothesis, we would be assuming a 0.949 (i.e., 1-0.051) estimated probability of a Type II error.

Table 5. Descriptive statistics for MEffec and Meffic.

<table>
<thead>
<tr>
<th>Origin</th>
<th>N</th>
<th>MEffec</th>
<th>SD</th>
<th>MEffic</th>
<th>SD</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>Median</td>
<td></td>
<td>Median</td>
<td></td>
</tr>
<tr>
<td>RE</td>
<td>20</td>
<td>0.641</td>
<td>0.165</td>
<td>0.00270</td>
<td>0.000079</td>
</tr>
<tr>
<td>D</td>
<td>20</td>
<td>0.650</td>
<td>0.148</td>
<td>0.00273</td>
<td>0.000072</td>
</tr>
</tbody>
</table>

Table 6. Mann-Whitney test results for MEffec.

<table>
<thead>
<tr>
<th>Origin</th>
<th>p-value</th>
<th>op</th>
<th>es</th>
<th>R</th>
</tr>
</thead>
<tbody>
<tr>
<td>RE</td>
<td>0.957</td>
<td>0.054</td>
<td>0.001</td>
<td>NO</td>
</tr>
<tr>
<td>D</td>
<td>0.957</td>
<td>0.054</td>
<td>0.001</td>
<td>NO</td>
</tr>
</tbody>
</table>

We also performed an analysis of the influence of the Origin on maintenance effectiveness per type of maintenance, i.e. adaptive and corrective maintenance. The results were not significant (0.606 and 0.119 p-values, respectively).

Table 7. Mann-Whitney test results for MEffic.

<table>
<thead>
<tr>
<th>Origin</th>
<th>p-value</th>
<th>op</th>
<th>es</th>
<th>R</th>
</tr>
</thead>
<tbody>
<tr>
<td>RE</td>
<td>0.534</td>
<td>0.051</td>
<td>0.0003</td>
<td>NO</td>
</tr>
<tr>
<td>D</td>
<td>0.534</td>
<td>0.051</td>
<td>0.0003</td>
<td>NO</td>
</tr>
</tbody>
</table>

We also performed an analysis of the influence of the Origin on maintenance efficiency per type of maintenance, i.e. adaptive and corrective maintenance; again, the results were not significant (0.449 and 0.290 p-values, respectively).

We also tried to measure MEffic through the time spent maintaining the system, without relating this to the number of correct answers (as was done before). In this case, the p-value was again higher that 0.05 (i.e., p-value=0.725) but with a higher statistical power (i.e., op=0.5).

Figure 1. Interaction between Origin and Ability for a) MEffec; and b) MEffic
4.2 Influence of Ability

As with MEffic, the influence of Ability of subjects was also tested for MEffic, obtaining similar results (p-value=0.914), i.e., there was no statistical influence on the results of the experiment caused by the subjects’ Ability. Once more, this was as we expected. The interaction plot shown in Figure 1.b indicates that there was a clear interaction between Origin and Ability (both variables at the same time) for MEffic. In this case, high Ability participants achieved better scores using the D diagrams, and low Ability participants did better using the RE diagrams. This might be explained by the fact that RE diagrams have a very high traceability with source code, so inexperienced maintainers would prefer this kind of diagrams. In the case of experienced maintainers, they do not need very high traceability, because using D diagrams might allow them to obtain enough information to have a correct overview of how the system works.

4.3 Post-Experiment Survey Results

The analysis of the answers to the post-experiment survey revealed that the time needed to carry out the modification tasks (Figure 2) was not considered to be sufficient (more time was needed), and that the subjects considered that the performance of the tasks was of more or less medium difficulty (Figure 3), independently of the particular treatment received. The need for more time to perform the tasks may have arisen from the fact that the measurement of the time needed was derived from the pilot study, which was performed by PhD students, who have more experience than these Master’s students, signifying that the less experienced subjects needed more time. We would also like to note that there were some subjects who did not finish the questionnaire, owing precisely to the lack of time. 10% more subjects of the RE group experienced that problem, compared to the D group.

We also asked about the subjects’ perception of the level of detail (LoD) of the diagrams used. The majority of the subjects who received forward design diagrams agreed with the LoD of the diagrams they received. In the case of those subjects who received RE diagrams, a greater number of subjects required less, or much less, LoD (Figure 4).

Subjects who received D diagrams experienced fewer difficulties when reading the diagrams used, in comparison with the RE group, as is shown in Figure 5. We tested if there was a difference as regards the difficulties experienced by subjects depending on the diagrams they used, by means of a T-test. We used that test because our sample size is less than 30 and the data follow normal distributions in this case. To carry this test out, we compared the responses of the subjects (from 1 to 5) grouped by the UML diagrams which they used (RE or D diagrams). The results of the T-test show a significant difference, because we obtained a p-value=0.001, which is lower than $\alpha=0.05$. The power of the test is very high (0.957), and this therefore allows us to state that the subjects who received RE diagrams experienced more difficulties when reading diagrams than those who received forward design diagrams.

As part of the post-experiment survey, the subjects were required to indicate how useful the diagrams were, in general, for them as regards solving tasks. Class diagrams are considered useful in both groups, in more or less the same proportion. Having said that, however, 15 subjects of the 20 who received the RE diagrams commented that the sequence diagrams employed were not useful and were very difficult to understand, as opposed to only 6 subjects in the D group (Figure 6 and Figure 7). This
finding may have been caused by the different complexities and varying LoD in the different kinds of diagrams as explained in previous sections.

After performing each maintenance task, subjects were also required to indicate which artifacts (source code, class diagrams and/or sequence diagrams) were used to solve the task. We asked subjects this in order to check if they used the diagrams to solve the maintenance tasks or not (otherwise, the measured effect would not be the influence of the different diagrams).

Source code was used by almost all subjects (i.e., 90% of subjects of the RE group, and 86% of the D group) for solving the tasks. This was expected by us, in the sense that source code is needed when it is being maintained.

After that, we analyzed if subjects used the diagrams or not. Class diagrams were also used by the majority of subjects (i.e., 80% of subjects of the RE group, and 74% of the D group). This percentage is consistent with the subjective response provided in the post-experiment survey (see Figure 6). In the case of the RE group, subjects used class diagrams in the same proportion for corrective or perfective tasks, but in the case of the D group, subjects used about 7% more class diagrams for perfective tasks. This may have occurred because class diagrams provide the structure of the system, thus allowing maintainers to obtain an overview of the system faster, which would appear to be easier with the D diagrams owing to their conciseness; this is more important for perfective tasks. If we focus on the use of sequence diagrams, we would like to highlight that its use was surprisingly low; in general, only 33% of subjects used it (the same percentage of use both in the RE and the D groups). That is consistent with subjects’ opinion of the RE group (Figure 7), in which they indicate that they did not use sequence diagrams, and they also think that these are not useful diagrams for understanding the system during its maintenance. In the case of the D group, there is an inconsistency coming from the fact that subjects do not use sequence diagrams in most of the tasks, even though they considered them to be useful (see Figure 7). Subjects from both groups used the sequence diagram more for corrective tasks compared to perfective tasks (a difference of 20% and 27%, respectively). The reason for this could be that for corrective tasks, in which maintainers need to localize an error, structure and behavior are needed, since the error might be caused by a structural error or by a behavior error.

### 4.4 Summary and Discussion of the Data

**Analysis**

Descriptive statistic results show that subjects using forward design UML diagrams obtained better values in both measures, indicating that forward design diagrams may, to some extent, improve the maintenance of the source code, but that the differences are very slight.

As regards the results of the statistical test, in almost all of the cases, the variables (i.e., MEff and MEffic) are not significantly affected by the Origin of the UML diagrams, i.e., the results of the tests performed did not allow us to reject any of the null hypotheses presented in section III, as all the significance levels are above 0.05. The test powers are low, so the possibility of an error occurring as a result of accepting the null hypothesis is high. The results are therefore not conclusive. However, these results are considered to be preliminary, and further replications are needed.

Despite these drawbacks, we have ensured that the experimental results were not influenced by other co-factors such as the Ability of the subjects. If we focus on the interaction between Origin and Ability, we can say that low ability users obtain more benefits from RE diagrams than from forward design ones in terms of efficiency. That may be due to the high traceability between RE diagrams and code. In the case of high ability users, they prefer forward design diagrams.

Moreover, if we study the results of the post-experiment survey, we can see better subjective results for the forward design diagrams. This is because the subjects who received RE diagrams did not believe their sequence diagrams to be useful, since they were not understandable. Significant results were obtained, showing that subjects who received RE diagrams experienced more difficulties when reading the diagrams used; this is especially true with respect to sequence diagrams.

We would like to underline that UML diagrams, class diagrams at least, are used as much as source code during maintenance tasks. The sequence diagram is less widely-used, probably because of the nature of the tasks presented during the course of this experiment (a majority of perfective tasks were required compared to corrective ones). As said before, UML diagrams are not usually updated during maintenance tasks, due to time constraints on realistic environments. But the high level of use of class diagrams during this experiment leads us to recommend companies to keep these up to date, in order to help their maintainers to perform the required tasks efficiently.
5. Threats to validity

We must consider certain issues which may have threatened the validity of the experiment [37]:

- **External validity**: External validity can be threatened when experiments are performed with students, and the representativeness of these subjects may be doubtful in comparison to that of software professionals. In spite of this, the tasks to be performed did not require high levels of industrial experience, so we believe that this experiment could be considered appropriate, as it follows suggestions in the relevant literature [3]. Nevertheless, it would be immensely interesting to carry out further replications of the experiment with practitioners.

Another threat to external validity concerns the experimental material used. There are no threats related to the material used, since the UML diagrams and source code employed pertain to a real case, representative of an industrial system (business information system). The size of the experimental objects could also threaten the external validity of the results. The rationale for selecting the experimental objects used relies on the need (due to time constraints) to simulate actual maintenance tasks related to small maintenance operations that novice software engineers and/or junior programmers may perform in a software company. It is also the case that the small number of subjects might influence the results of the experiment. This is common in empirical software engineering, however, due to the nature of the field (it is people who are required, rather than specific software or hardware).

- **Internal validity**: Threats to internal validity were mitigated by the design of the experiment. Each subject was grouped by his/her results in the background questionnaire, so both groups had subjects with a similar skill level. Furthermore, all the participants found the material provided, the tasks, and the goals of the experiment to be clear, as the post-experiment survey questionnaire results showed. Another safeguard was that the instrumentation was tested in a pilot study, to check its validity. In addition, mortality threats were mitigated by offering the subjects the possibility of performing similar tasks in the final exam of the course that they were taking. Another issue that is a potential threat is the exchange of information among the participants. We must emphasize that participants were not allowed to communicate with each other; we prevented this happening by monitoring them during the run of the experiment. When the experiment was concluded, the participants were asked to give back all the experimental material.

- **Construct validity**: This validity may be influenced by the measures used to obtain a quantitative evaluation of the subjects’ performance, the maintenance tasks, and the post-experiment survey, as well as by social threats. We performed the experiment in a really short period of time, due to the subjects’ constraints. The scarce amount of time allowed to the subjects for them to perform the tasks could influence the results of this experiment, as could the small number of tasks, which was due once more to constraints on our subjects’ time. The measures used were selected to achieve a balance between the correctness and completeness of the answers, which are well-known measures, widely-used in this kind of experiments. The questionnaires were defined to obtain sufficiently complex questions, without them being too obvious. The post-experiment survey was designed using standard forms and scales. Social threats (e.g., evaluation apprehension) have been avoided, since the students were not graded on the results obtained.

- **Conclusion validity**: Conclusion validity concerns the data collection, the reliability of the measurement, and the validity of the statistical tests, all or any of which might affect the ability to draw a correct conclusion. Statistical tests were used to reject the null hypotheses, but the fact that subjects performed a small number of tasks provided us with few data points to work with. Those particular statistical tests were selected by checking that they followed the specific assumptions related to their use. We have explicitly mentioned and discussed all those cases in which non-significant differences were present.

6. Conclusions and future work

The main concern of the research presented in this paper is the use of a controlled experiment to investigate whether the choice to use either design or reverse engineered UML diagrams influences the maintainer’s performance when modifying source code. The importance of this research is based on the fact that software maintenance takes up the greater part of software projects. The use of reverse engineering techniques is an attempt to automate the generation and/or update of documentation for these kind of tasks, which could very well save time (and consequently money) in maintenance projects.

The experiment was carried out by 40 Computer Science students from the University of Seville (Spain) who were taking the Software Engineering III course in the second year of their Master’s Degree. The statistical results, specifically the descriptive ones, show a very slight tendency towards getting better results when using UML diagrams obtained in the design phase; i.e. following a model-centric approach. Based on the results of the post-experiment survey, it is also important to notice that subjects preferred forward design diagrams for understanding and maintaining a system. This is true even though their performance is not so very much better with design diagrams, compared to how they do with RE diagrams. Due to the fact that software maintenance is still a human-based process in most companies, this highlighting of maintainers’ perceptions, which are in favor of using forward design diagrams, is very important.

Class diagrams are important artifacts which are widely used by maintainers. However, UML diagrams are not usually updated when changes are performed on the source code. This goes against a proper use of the diagrams, a fact that obliges us to recommend companies to keep them up to date and thus help their maintainers to perform the required tasks efficiently.

It also needs to be said that significant results were obtained which show that subjects who received RE diagrams experience more difficulties when reading the diagrams used, especially the sequence diagrams. Although subjects who received design diagrams felt sequence diagrams to be highly useful, as they expressed in the post-experiment survey, only a small number of subjects actually used the diagrams. In the case of the RE diagrams group, subjects did not use them, but they also point out that they are not very useful, due to their low level of readability. Even though the experiment showed no significant difference in task performance, the subjective opinions of the participants do favor forward design diagrams.

We are conscious that these results should be considered as preliminary. Further replications of this experiment are planned, with students and professionals, in an effort to obtain more conclusive results. Nevertheless, the preferences expressed by the subjects in this first experiment, through the post-experiment
survey, give us grounds to encourage software developers, albeit with caution, to follow a model-centric approach. This implies beginning the development of a software system by building the corresponding UML diagrams, as well as keeping these up-to-date, thereby making it easier to perform maintenance tasks.

It is also important to note that we expected a better performance with design diagrams because something that requires effort (totally manual diagrams, like D diagrams) would obviously appear to be “better” than something that is totally automated; however, the results did not support this to the extent expected. According to the objective results of the experiment, there is only a slight tendency in favor of D diagrams, while according to the subjective results obtained from the post-experiment survey this tendency appears to be greater. This forces us to consider the return of the investment of UML modeling in software maintenance, which will be taken into account in future research.

The UML is widely used in the software industry [5, 28]. The results obtained are therefore useful for all those companies that exploit this notation as a support for software maintainers when performing maintenance tasks.
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